* List and its default function.

List is the most versatile data-type available in Python that can be written as a collection of comma-separated values or items between square brackets. The items in a list need not necessarily be homogeneous, i.e. of the same type. This property of List makes it one of the most powerful tools in Python eg:[‘HELLO’, 57, “SKY”]. A single list can contain different Data-Types such as integers, strings, as well as Objects. Lists are mutable, and hence can be changed even after their creation.

1. Creating a list:

list1 = ['jack', 'jill', 1998, 2019];

list2 = [1, 2,3, 4, 5 ];

list3 = ["w", "x", "y", "z"]

1. Adding value to list using append():

Using the built-in append() function elements can be added to the List. At a time only one element can be added to the list by the use of append() method.

a = ["bee", "moth"]

print(a)

a.append("ant")

print(a)

RESULT:

['bee', 'moth']

['bee', 'moth', 'ant']

1. Adding value to list using insert():

Using the insert() method, elements can be added to the list at your desired position.

a = ["bee", "moth"]

print(a)

A.insert(0,"ant")

print(a)

RESULT:

['bee', 'moth']

['ant','bee', 'moth']

1. Removing value from the list:

using the built-in remove() function, elements can be removed from the List but an Error will arise if the element is not present in the set. Remove() method is only capable of removing one element at a time.

a = ["bee", "moth", "ant"]

print(a)

a.remove("moth")

print(a)

RESULT

['bee', 'moth', 'ant']

['bee', 'ant']

1. pop():

Removes the item at the given position in the list, and returns it. If no index is specified, pop() removes and returns the last item in the list.

# Example 1: No index specified

a = ["bee", "moth", "ant"]

print(a)

a.pop()

print(a)

# Example 2: Index specified

a = ["bee", "moth", "ant"]

print(a)

a.pop(1)

print(a)

RESULT

['bee', 'moth', 'ant']

['bee', 'moth']

['bee', 'moth', 'ant']

['bee', 'ant']

1. reverse():

Reverses the elements of the list in place.

a = [3,6,5,2,4,1]

a.reverse()

print(a)

a = ["bee", "wasp", "moth", "ant"]

a.reverse()

print(a)

RESULT

[1, 4, 2, 5, 6, 3]

['ant', 'moth', 'wasp', 'bee']

* Dictionary and its default function.

Creating a dictionary is as simple as placing items inside curly braces {} separated by commas.

# empty dictionary

my\_dict = {}

# dictionary with integer keys

my\_dict = {1: 'apple', 2: 'ball'}

# dictionary with mixed keys

my\_dict = {'name': 'John', 1: [2, 4, 3]}

# using dict()

my\_dict = dict({1:'apple', 2:'ball'})

# from sequence having each item as a pair

my\_dict = dict([(1,'apple'), (2,'ball')])

* Accessing Elements from Dictionary

# get vs [] for retrieving elements

my\_dict = {'name': 'Jack', 'age': 26}

# Output: Jackprint(my\_dict['name'])

# Output: 26print(my\_dict.get('age'))

# Trying to access keys which doesn't exist throws error# Output Noneprint(my\_dict.get('address'))

# KeyErrorprint(my\_dict['address'])

Output

Jack

26

None

Traceback (most recent call last):

File "<string>", line 15, in <module>

print(my\_dict['address'])

KeyError: 'address'

* Changing and Adding Dictionary elements

# Changing and adding Dictionary Elements

my\_dict = {'name': 'Jack', 'age': 26}

# update value

my\_dict['age'] = 27

#Output: {'age': 27, 'name': 'Jack'}print(my\_dict)

# add item

my\_dict['address'] = 'Downtown'

# Output: {'address': 'Downtown', 'age': 27, 'name': 'Jack'}print(my\_dict)

Output

{'name': 'Jack', 'age': 27}

{'name': 'Jack', 'age': 27, 'address': 'Downtown'}

* Removing elements from Dictionary

# Removing elements from a dictionary

# create a dictionary

squares = {1: 1, 2: 4, 3: 9, 4: 16, 5: 25}

# remove a particular item, returns its value# Output: 16print(squares.pop(4))

# Output: {1: 1, 2: 4, 3: 9, 5: 25}print(squares)

# remove an arbitrary item, return (key,value)# Output: (5, 25)print(squares.popitem())

# Output: {1: 1, 2: 4, 3: 9}print(squares)

# remove all items

squares.clear()

# Output: {}print(squares)

# delete the dictionary itselfdel squares

# Throws Errorprint(squares)

Output

16

{1: 1, 2: 4, 3: 9, 5: 25}

(5, 25)

{1: 1, 2: 4, 3: 9}

{}

Traceback (most recent call last):

File "<string>", line 30, in <module>

print(squares)

NameError: name 'squares' is not defined

* Sets and its default function.

A set is an unordered collection of items. Every set element is unique (no duplicates) and must be immutable (cannot be changed).Sets can also be used to perform mathematical set operations like union, intersection, symmetric difference, etc.

* Creating Python Sets

# Different types of sets in Python# set of integers

my\_set = {1, 2, 3}print(my\_set)

# set of mixed datatypes

my\_set = {1.0, "Hello", (1, 2, 3)}print(my\_set)

Output

{1, 2, 3}

{1.0, (1, 2, 3), 'Hello'}

* Creating an empty set

Empty curly braces {} will make an empty dictionary in Python. To make a set without any elements, we use the set() function without any argument.

# Distinguish set and dictionary while creating empty set

# initialize a with {}

a = {}

# check data type of aprint(type(a))

# initialize a with set()

a = set()

# check data type of aprint(type(a))

Output

<class 'dict'>

<class 'set'>

Modifying a set in Python

We can add a single element using the add() method, and multiple elements using the update() method. The update() method can take [tuples](https://www.programiz.com/python-programming/tuple), lists, [strings](https://www.programiz.com/python-programming/string) or other sets as its argument. In all cases, duplicates are avoided.

# initialize my\_set

my\_set = {1, 3}print(my\_set)

# if you uncomment line 9,# you will get an error# TypeError: 'set' object does not support indexing

# my\_set[0]

# add an element# Output: {1, 2, 3}

my\_set.add(2)print(my\_set)

# add multiple elements# Output: {1, 2, 3, 4}

my\_set.update([2, 3, 4])print(my\_set)

# add list and set# Output: {1, 2, 3, 4, 5, 6, 8}

my\_set.update([4, 5], {1, 6, 8})print(my\_set)

Output

{1, 3}

{1, 2, 3}

{1, 2, 3, 4}

{1, 2, 3, 4, 5, 6, 8}

* Removing elements from a set

# Difference between discard() and remove()

# initialize my\_set

my\_set = {1, 3, 4, 5, 6}print(my\_set)

# discard an element# Output: {1, 3, 5, 6}

my\_set.discard(4)print(my\_set)

# remove an element# Output: {1, 3, 5}

my\_set.remove(6)print(my\_set)

# discard an element# not present in my\_set# Output: {1, 3, 5}

my\_set.discard(2)print(my\_set)

# remove an element# not present in my\_set# you will get an error.# Output: KeyError

my\_set.remove(2)

Output

{1, 3, 4, 5, 6}

{1, 3, 5, 6}

{1, 3, 5}

{1, 3, 5}

Traceback (most recent call last):

File "<string>", line 28, in <module>

KeyError: 2

* Python Set Operations

Sets can be used to carry out mathematical set operations like union, intersection, difference and symmetric difference. We can do this with operators or methods.

Let us consider the following two sets for the following operations.

>>> A = {1, 2, 3, 4, 5}>>> B = {4, 5, 6, 7, 8}

* Set Union

![Set Union](data:image/jpeg;base64,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)

Set Union in Python

Union of A and B is a set of all elements from both sets.

Union is performed using | operator. Same can be accomplished using the union() method.

# Set union method# initialize A and B

A = {1, 2, 3, 4, 5}

B = {4, 5, 6, 7, 8}

# use | operator# Output: {1, 2, 3, 4, 5, 6, 7, 8}print(A | B)

Output

{1, 2, 3, 4, 5, 6, 7, 8}

Try the following examples on Python shell.

# use union function>>> A.union(B)

{1, 2, 3, 4, 5, 6, 7, 8}

# use union function on B>>> B.union(A)

{1, 2, 3, 4, 5, 6, 7, 8}

* Set Intersection
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Set Intersection in Python

Intersection of A and B is a set of elements that are common in both the sets.

Intersection is performed using & operator. Same can be accomplished using the intersection() method.

# Intersection of sets# initialize A and B

A = {1, 2, 3, 4, 5}

B = {4, 5, 6, 7, 8}

# use & operator# Output: {4, 5}print(A & B)

Output

{4, 5}

Try the following examples on Python shell.

# use intersection function on A>>> A.intersection(B)

{4, 5}

# use intersection function on B>>> B.intersection(A)

{4, 5}

* Set Difference
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Set Difference in Python

Difference of the set B from set A(A - B) is a set of elements that are only in A but not in B. Similarly, B - A is a set of elements in B but not in A.

Difference is performed using - operator. Same can be accomplished using the difference() method.

# Difference of two sets# initialize A and B

A = {1, 2, 3, 4, 5}

B = {4, 5, 6, 7, 8}

# use - operator on A# Output: {1, 2, 3}print(A - B)

Output

{1, 2, 3}

Try the following examples on Python shell.

# use difference function on A>>> A.difference(B)

{1, 2, 3}

# use - operator on B>>> B - A

{8, 6, 7}

# use difference function on B>>> B.difference(A)

{8, 6, 7}

* Set Symmetric Difference
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Set Symmetric Difference in Python

Symmetric Difference of A and B is a set of elements in A and B but not in both (excluding the intersection).

Symmetric difference is performed using ^ operator. Same can be accomplished using the method symmetric\_difference().

# Symmetric difference of two sets# initialize A and B

A = {1, 2, 3, 4, 5}

B = {4, 5, 6, 7, 8}

# use ^ operator# Output: {1, 2, 3, 6, 7, 8}print(A ^ B)

Output

{1, 2, 3, 6, 7, 8}

Try the following examples on Python shell.

# use symmetric\_difference function on A>>> A.symmetric\_difference(B)

{1, 2, 3, 6, 7, 8}

# use symmetric\_difference function on B>>> B.symmetric\_difference(A)

{1, 2, 3, 6, 7, 8}

* Tuple and explore default methods.
* Creating a Tuple

A tuple is created by placing all the items (elements) inside parentheses (), separated by commas. The parentheses are optional, however, it is a good practice to use them.

# Different types of tuples

# Empty tuple

my\_tuple = ()print(my\_tuple)

# Tuple having integers

my\_tuple = (1, 2, 3)print(my\_tuple)

# tuple with mixed datatypes

my\_tuple = (1, "Hello", 3.4)print(my\_tuple)

# nested tuple

my\_tuple = ("mouse", [8, 4, 6], (1, 2, 3))print(my\_tuple)

Output

()

(1, 2, 3)

(1, 'Hello', 3.4)

('mouse', [8, 4, 6], (1, 2, 3))

A tuple can also be created without using parentheses. This is known as tuple packing.

my\_tuple = 3, 4.6, "dog"print(my\_tuple)

# tuple unpacking is also possible

a, b, c = my\_tuple

print(a) # 3print(b) # 4.6print(c) # dog

Output

(3, 4.6, 'dog')

3

4.6

Dog

* Creating a tuple with one element

Having one element within parentheses is not enough. We will need a trailing comma to indicate that it is, in fact, a tuple.

my\_tuple = ("hello")print(type(my\_tuple)) # <class 'str'>

# Creating a tuple having one element

my\_tuple = ("hello",)print(type(my\_tuple)) # <class 'tuple'>

# Parentheses is optional

my\_tuple = "hello",print(type(my\_tuple)) # <class 'tuple'>

Output

<class 'str'>

<class 'tuple'>

<class 'tuple'>

* Access Tuple Elements

There are various ways in which we can access the elements of a tuple.

1. Indexing

We can use the index operator [] to access an item in a tuple, where the index starts from 0.

So, a tuple having 6 elements will have indices from 0 to 5. Trying to access an index outside of the tuple index range(6,7,... in this example) will raise an IndexError.

The index must be an integer, so we cannot use float or other types. This will result in TypeError.

Likewise, nested tuples are accessed using nested indexing, as shown in the example below.

# Accessing tuple elements using indexing

my\_tuple = ('p','e','r','m','i','t')

print(my\_tuple[0]) # 'p' print(my\_tuple[5]) # 't'

# IndexError: list index out of range# print(my\_tuple[6])

# Index must be an integer# TypeError: list indices must be integers, not float# my\_tuple[2.0]

# nested tuple

n\_tuple = ("mouse", [8, 4, 6], (1, 2, 3))

# nested indexprint(n\_tuple[0][3]) # 's'print(n\_tuple[1][1]) # 4

Output

p

t

s

4

2. Negative Indexing

Python allows negative indexing for its sequences.

The index of -1 refers to the last item, -2 to the second last item and so on.

# Negative indexing for accessing tuple elements

my\_tuple = ('p', 'e', 'r', 'm', 'i', 't')

# Output: 't'print(my\_tuple[-1])

# Output: 'p'print(my\_tuple[-6])

Output

t

p

3. Slicing

We can access a range of items in a tuple by using the slicing operator colon :.

# Accessing tuple elements using slicing

my\_tuple = ('p','r','o','g','r','a','m','i','z')

# elements 2nd to 4th# Output: ('r', 'o', 'g')print(my\_tuple[1:4])

# elements beginning to 2nd# Output: ('p', 'r')print(my\_tuple[:-7])

# elements 8th to end# Output: ('i', 'z')print(my\_tuple[7:])

# elements beginning to end# Output: ('p', 'r', 'o', 'g', 'r', 'a', 'm', 'i', 'z')print(my\_tuple[:])

Output

('r', 'o', 'g')

('p', 'r')

('i', 'z')

('p', 'r', 'o', 'g', 'r', 'a', 'm', 'i', 'z')

Slicing can be best visualized by considering the index to be between the elements as shown below. So if we want to access a range, we need the index that will slice the portion from the tuple.
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Element Slicing in Python

* Changing a Tuple

Unlike lists, tuples are immutable.

This means that elements of a tuple cannot be changed once they have been assigned. But, if the element is itself a mutable data type like list, its nested items can be changed.

We can also assign a tuple to different values (reassignment).

# Changing tuple values

my\_tuple = (4, 2, 3, [6, 5])

# TypeError: 'tuple' object does not support item assignment# my\_tuple[1] = 9

# However, item of mutable element can be changed

my\_tuple[3][0] = 9 # Output: (4, 2, 3, [9, 5])print(my\_tuple)

# Tuples can be reassigned

my\_tuple = ('p', 'r', 'o', 'g', 'r', 'a', 'm', 'i', 'z')

# Output: ('p', 'r', 'o', 'g', 'r', 'a', 'm', 'i', 'z')print(my\_tuple)

Output

(4, 2, 3, [9, 5])

('p', 'r', 'o', 'g', 'r', 'a', 'm', 'i', 'z')

We can use + operator to combine two tuples. This is called concatenation.

We can also repeat the elements in a tuple for a given number of times using the \* operator.

Both + and \* operations result in a new tuple.

# Concatenation# Output: (1, 2, 3, 4, 5, 6)print((1, 2, 3) + (4, 5, 6))

# Repeat# Output: ('Repeat', 'Repeat', 'Repeat')print(("Repeat",) \* 3)

Output

(1, 2, 3, 4, 5, 6)

('Repeat', 'Repeat', 'Repeat')

* Deleting a Tuple

As discussed above, we cannot change the elements in a tuple. It means that we cannot delete or remove items from a tuple.

Deleting a tuple entirely, however, is possible using the keyword [del](https://www.programiz.com/python-programming/keyword-list" \l "del).

# Deleting tuples

my\_tuple = ('p', 'r', 'o', 'g', 'r', 'a', 'm', 'i', 'z')

# can't delete items# TypeError: 'tuple' object doesn't support item deletion# del my\_tuple[3]

# Can delete an entire tupledel my\_tuple

# NameError: name 'my\_tuple' is not definedprint(my\_tuple)

Output

Traceback (most recent call last):

File "<string>", line 12, in <module>

NameError: name 'my\_tuple' is not defined

* Tuple Methods

Methods that add items or remove items are not available with tuple. Only the following two methods are available.

Some examples of Python tuple methods:

my\_tuple = ('a', 'p', 'p', 'l', 'e',)

print(my\_tuple.count('p')) # Output: 2print(my\_tuple.index('l')) # Output: 3

Output

2

3

* String and explore default methods.

A string is a sequence of characters.

A character is simply a symbol. For example, the English language has 26 characters.

Computers do not deal with characters, they deal with numbers (binary). Even though you may see characters on your screen, internally it is stored and manipulated as a combination of 0s and 1s.

This conversion of character to a number is called encoding, and the reverse process is decoding. ASCII and Unicode are some of the popular encodings used.

In Python, a string is a sequence of Unicode characters. Unicode was introduced to include every character in all languages and bring uniformity in encoding.

# defining strings in Python# all of the following are equivalent

my\_string = 'Hello'print(my\_string)

my\_string = "Hello"print(my\_string)

my\_string = '''Hello'''print(my\_string)

# triple quotes string can extend multiple lines

my\_string = """Hello, welcome to

the world of Python"""print(my\_string)

When you run the program, the output will be:

Hello

Hello

Hello

Hello, welcome to

the world of Python